Data Analysis HW4

# Question 1 Answers
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Cluster Centers:

(Xave, Yave, NumPoints)

{1: (5.2857142857142865, 15.142857142857142, 7),

2: (15.75, 5.75, 4),

3: (19.333333333333332, 19.0, 3),

4: (0.5, 6.5, 2)}

Data point order:

X Y Cluster

0 6 12 1

1 19 7 2

2 15 4 2

3 11 0 3

4 18 12 2

5 9 20 1

6 19 22 2

7 18 17 2

8 5 11 1

9 4 18 1

10 7 15 1

11 21 18 2

12 1 19 4

13 1 4 1

14 0 9 1

15 5 11 1

![](data:image/png;base64,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) B.) Clustering plot when data points are plotted in reverse order.

Cluster Centers:

(Xave, Yave, NumPoints)

{1: (4.2222222222222223, 13.222222222222221, 9),

2: (19.0, 17.25, 4),

3: (15.0, 3.666666666666667, 3)}

Data points order:

X Y Cluster

15 5 11 1

14 0 9 1

13 1 4 1

12 1 19 4

11 21 18 2

10 7 15 1

9 4 18 1

8 5 11 1

7 18 17 2

6 19 22 2

5 9 20 1

4 18 12 2

3 11 0 3

2 15 4 2

1 19 7 2

0 6 12 1

C.) Use Rand index to find the difference between the two clusterings obtained in (a) and (b). Informally, identify the cluster in (a) that has been altered the most in clustering done in (b). Give informal explanation of why this cluster broke apart the most.

**Rand Index**

Rand Index: 0.566666666667

**Cluster identification and explanation:** The cluster from part A that was changed the most was cluster 1 and 2. Clusters 1 and 2 both merged in the second clustering to form one large cluster. This makes sense when analyzing two parts of the algorithm. First is the fact that distance to a cluster is based off of the centroid of the cluster. Second is the order that the points are evaluated. When moving through the original data point list, points (1, 4), (0, 9), and (5, 11) aren’t evaluated until after most of the other points. By this time, the centroid of cluster 1 has moved far enough away that points (1, 4) and (0, 9) are no longer close enough to be considered to be a part of cluster 1. So, they are put in their own cluster. When the algorithm iterates through the list of data points backwards, points (1, 4), (0, 9), and (5, 11) are evaluated first. Thus, the centroid for cluster 1 is close enough to all of these points to include them in the same cluster. Furthermore, because these points are evaluated first, the centroid for cluster 1 is allowed to move to a position close enough to include all of the data points

**Python Code for Question 1**

def prob1():

global prob1Data

global clusterCenters

global clusterCenters2

global prob1Data2

listdat = [(6, 12), (19, 7), (15, 4), (11, 0),

(18, 12), (9, 20), (19, 22), (18, 17),

(5, 11), (4, 18), (7, 15), (21, 18), (1, 19),

(1, 4), (0, 9), (5, 11)]

#Initialize the data

prob1Data = pd.DataFrame(listdat, columns=['X','Y'])

prob1Data['Cluster'] = pd.Series(np.zeros(prob1Data.shape[0]))

#Reverse the data order and create a new data set for it.

listdat.reverse()

prob1Data2 = pd.DataFrame(listdat, columns=['X','Y'])

prob1Data2['Cluster'] = pd.Series(np.zeros(prob1Data.shape[0]))

#RUN PART A

clusterCenters = sequantialClusteringAlgorithm(prob1Data)

#Plot the data on a scatter plot.

colorHandles = []

#Make a list to hold the plotted cluster radi.

clusterCircles = []

#Create each cluster scatter plot.

for cluster in range(1, 5):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob1Data[prob1Data.Cluster == cluster].X, prob1Data[prob1Data.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

clusterCircles.append(plt.Circle((clusterCenters[cluster][0], clusterCenters[cluster][1]), 12, color=randColor, fill=False, clip\_on=False))

#plt.scatter(prob1Data[prob1Data.Cluster == 1].X, prob1Data[prob1Data.Cluster == 1].Y, label='Cluster 1', color=)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#RUN PART B

plt.clf()

clusterCenters2 = sequantialClusteringAlgorithm(prob1Data2)

#Plot the data on a scatter plot.

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 5):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob1Data2[prob1Data2.Cluster == cluster].X, prob1Data2[prob1Data2.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#RUN PART C

randindex = randIndex(prob1Data, prob1Data2)

print("Rand Index: " + str(randindex))

'''

Clusters 1, 2, and 3.

Using incremental average newave = oldave + (an−oldave)/n.

'''

def sequantialClusteringAlgorithm(dataSet):

clusterCenters = {}

#Algorithm Parameters.

theta = 12

maxClusters = 4

numClusters = 1

#Set first point to its own cluster.

#For each data point

#1) Calculate distance to closest cluster center

#2) If dist < alg and numClusters < 4

#Create new cluster with data point.

#3) Else, add data point to cluster.

clusterCenters[numClusters] = (dataSet.ix[0].X, dataSet.ix[0].Y, 1)

dataSet['Cluster'].loc[0] = numClusters

for index in range(1, dataSet.shape[0]):

distance = 999999999

clusterToAssign = 0

for cluster in clusterCenters.keys():

tempDist = dist(dataSet.ix[index], clusterCenters[cluster])

if tempDist < distance:

distance = tempDist

clusterToAssign = cluster

if distance <= theta and numClusters <= maxClusters:

dataSet['Cluster'].loc[index] = clusterToAssign

newX = clusterCenters[clusterToAssign][0] + (dataSet.ix[index].X - clusterCenters[clusterToAssign][0])/(clusterCenters[clusterToAssign][2]+1.0)

newY = clusterCenters[clusterToAssign][1] + (dataSet.ix[index].Y - clusterCenters[clusterToAssign][1])/(clusterCenters[clusterToAssign][2]+1.0)

newSize = clusterCenters[clusterToAssign][2] + 1

clusterCenters[clusterToAssign] = (newX, newY, newSize)

dataSet['Cluster'].loc[index] = clusterToAssign

elif distance > theta and numClusters < maxClusters:

numClusters += 1

dataSet['Cluster'].loc[index] = numClusters

clusterCenters[numClusters] = (dataSet.ix[index].X, dataSet.ix[index].Y, 1)

dataSet['Cluster'].loc[index] = numClusters

elif numClusters >= maxClusters:

#print("At Max")

dataSet.ix[index].Cluster = clusterToAssign

newX = clusterCenters[clusterToAssign][0] + (dataSet.ix[index].X - clusterCenters[clusterToAssign][0])/(clusterCenters[clusterToAssign][2]+1.0)

newY = clusterCenters[clusterToAssign][1] + (dataSet.ix[index].Y - clusterCenters[clusterToAssign][1])/(clusterCenters[clusterToAssign][2]+1.0)

newSize = clusterCenters[clusterToAssign][2] + 1

clusterCenters[clusterToAssign] = (newX, newY, newSize)

dataSet['Cluster'].loc[index] = clusterToAssign

return clusterCenters

def dist(point1, point2):

sumsq = 0

for index in range(0, len(point1) - 1):

sumsq += math.pow(point1[index] - point2[index], 2)

return math.pow(sumsq,.5)

def randIndex(clustering1, clustering2):

f00 = 0

f01 = 0

f10 = 0

f11 = 0

for firstIndex in range(0, clustering1.shape[0] - 1):

for secondIndex in range(firstIndex + 1, clustering1.shape[0]):

if clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f00 += 1

elif clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f01 += 1

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f10 += 1

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f11 += 1

return (f00 + f11) / float(f00 + f01 + f10 + f11)

# Question 2 Answers

A.) Single Link Hierarchical Clustering
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Distance at 5.4 to split data into 3 clusters.

B.) Complete Link Hierarchical Clustering

Distance at 20 to split data into 3 clusters.
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![](data:image/png;base64,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)

C.) Sum Squared Errors

**Comparison and Comment on Clustering SSEs:** The first clustering has a much higher SSE than the second clustering. Looking at the graphs of points, this makes sense because the first clustering has more spread out points in cluster 2 than the second clustering. Since cluster 2 in the first clustering incorporates more points further away from its mean, and since the measurement is a squared value, the first clustering has a higher sum squared error. This also makes sense from the conceptual standpoint. Reduced SSE means that the clusters are more globular. As we can see in the second clustering graph, its clusters are much more globular than the first clustering’s. Thus, we would expect to see a smaller SSE for the second clustering.

Sum squared error for single link: 551.777777778

Cluster **contributing most** to SSE: 1

Cluster SSE: 293.111111111

Sum squared error for complete link: 427.277777778

Cluster **contributing most** to SSE: 3

Cluster SSE: 293.111111111

**Note:** Look at each graph individually above to identify which cluster is labeled 1, and which is labeled 3. Each clustering has labeled the clusters with differing numeric labels.

D.) Find the correlation values between the proximity and incidence matrices for both clusterings.

**Correlation:**

Correlation coeff of single linkage clustering: -0.723477128698

Correlation coeff of complete linkage clustering: -0.741615297576

**Correlation Comments:**

The correlation of complete linkage is -0.7416, and its magnitude is larger than the single link clustering. That means that the clusters in complete linkage are more compact. This makes sense when looking at the graphing of both clustering methods since the clustering of the second method is more well defined.

**Python Code for Question 2**

def prob2():

global prob2Data

global linkageMatrix

global dend

listdat = [(6, 12), (19, 7), (15, 4), (11, 0),

(18, 12), (9, 20), (19, 22), (18, 17),

(5, 11), (4, 18), (7, 15), (21, 18), (1, 19),

(1, 4), (0, 9), (5, 11)]

#Initialize the data

prob2Data = pd.DataFrame(listdat, columns=['X','Y'])

#Perform Clustering.

linkageMatrix = heirarchical.linkage(prob2Data.values, method='single', metric='euclidean')

#Draw Dendrogram.

dend = heirarchical.dendrogram(linkageMatrix)

plt.show()

#Clustering with the distance set to 5.4 so that there are 3 clusters.

prob2Data['Cluster'] = fcluster(linkageMatrix, 5.4, criterion='distance')

#Plot the data on a scatter plot.

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 4):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob2Data[prob2Data.Cluster == cluster].X, prob2Data[prob2Data.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART B

#Initialize the data

prob2Data2 = pd.DataFrame(listdat, columns=['X','Y'])

#Perform Clustering.

linkageMatrix = heirarchical.linkage(prob2Data2.values, method='complete', metric='euclidean')

#Draw Dendrogram.

dend = heirarchical.dendrogram(linkageMatrix)

plt.show()

#Clustering with the distance set to 20 so that there are 3 clusters.

prob2Data2['Cluster'] = fcluster(linkageMatrix, 20, criterion='distance')

#Plot the data on a scatter plot.

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 4):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob2Data2[prob2Data2.Cluster == cluster].X, prob2Data2[prob2Data2.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART C. Calculate the SSE or both clusterings.

singleLinkSSE, maxClusterContribSingle = sumSquaredError(prob2Data)

completeLinkSSE, maxClusterContribComplete = sumSquaredError(prob2Data2)

print "Sum squared error for single link: " + str(singleLinkSSE)

print "Cluster contributing most to SSE: " + str(maxClusterContribSingle[0])

print "Cluster SSE: " + str(maxClusterContribSingle[1])

print

print "Sum squared error for complete link: " + str(completeLinkSSE)

print "Cluster contributing most to SSE: " + str(maxClusterContribComplete[0])

print "Cluster SSE: " + str(maxClusterContribComplete[1])

#PART D. Build proximity and incidence matricies, and calculate the correlation for each clustering.

print

corr, pm, im = correlationClusterAnalysis(prob2Data)

print("Correlation coeff of single linkage clustering: " + str(corr[0][1]))

corr, pm, im = correlationClusterAnalysis(prob2Data2)

print("Correlation coeff of complete linkage clustering: " + str(corr[0][1]))

def sumSquaredError(dataSet):

totalSum = 0

#Store cluster with maximum contribution to sse as (cluster, SSE contrib)

maxClusterContribution = (0, 0)

#For each cluster

# For each point in each cluster

# Find squared distance between mean and point, and add to cluster sum.

#Sum all cluster values.

for cluster in range(1, 4):

#Get view of all data in the same cluster.

currentClusterData = dataSet[dataSet.Cluster == cluster]

meanX = currentClusterData.X.values.mean()

meanY = currentClusterData.Y.values.mean()

clusterSum = 0

for index, row in currentClusterData.iterrows():

clusterSum += math.pow(meanX-row.X, 2) + math.pow(meanY-row.Y, 2)

if clusterSum > maxClusterContribution[1]:

maxClusterContribution = (cluster, clusterSum)

totalSum += clusterSum

return totalSum, maxClusterContribution

def correlationClusterAnalysis(dataSet):

#Make an mxm matrix where m is the number of data points.

proximityMatrix = np.zeros((dataSet.shape[0], dataSet.shape[0]))

incidenceMatrix = np.zeros((dataSet.shape[0], dataSet.shape[0]))

for i in range(0, dataSet.shape[0]):

for j in range(i, dataSet.shape[0]):

distance = math.pow(math.pow(dataSet.iloc[i].X - dataSet.iloc[j].X, 2) + math.pow(dataSet.iloc[i].Y - dataSet.iloc[j].Y, 2), .5)

proximityMatrix[i,j] = distance

proximityMatrix[j,i] = distance

if dataSet['Cluster'].iloc[i] == dataSet['Cluster'].iloc[j]:

incidenceMatrix[i,j] = 1

incidenceMatrix[j,i] = 1

correlation = np.corrcoef(proximityMatrix.flatten(), incidenceMatrix.flatten())

return correlation, proximityMatrix, incidenceMatrix

# Question 3 Answers

A.)