Data Analysis HW4

# Question 1 Answers
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Cluster Centers:

(Xave, Yave, NumPoints)

{1: (5.2857142857142865, 15.142857142857142, 7),

2: (15.75, 5.75, 4),

3: (19.333333333333332, 19.0, 3),

4: (0.5, 6.5, 2)}

Data point order:

X Y Cluster

0 6 12 1

1 19 7 2

2 15 4 2

3 11 0 3

4 18 12 2

5 9 20 1

6 19 22 2

7 18 17 2

8 5 11 1

9 4 18 1

10 7 15 1

11 21 18 2

12 1 19 4

13 1 4 1

14 0 9 1

15 5 11 1

![](data:image/png;base64,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) B.) Clustering plot when data points are plotted in reverse order.

Cluster Centers:

(Xave, Yave, NumPoints)

{1: (4.2222222222222223, 13.222222222222221, 9),

2: (19.0, 17.25, 4),

3: (15.0, 3.666666666666667, 3)}

Data points order:

X Y Cluster

15 5 11 1

14 0 9 1

13 1 4 1

12 1 19 4

11 21 18 2

10 7 15 1

9 4 18 1

8 5 11 1

7 18 17 2

6 19 22 2

5 9 20 1

4 18 12 2

3 11 0 3

2 15 4 2

1 19 7 2

0 6 12 1

C.) Use Rand index to find the difference between the two clusterings obtained in (a) and (b). Informally, identify the cluster in (a) that has been altered the most in clustering done in (b). Give informal explanation of why this cluster broke apart the most.

**Rand Index**

Rand Index: 0.566666666667

**Cluster identification and explanation:** The cluster from part A that was changed the most was cluster 1 and 2. Clusters 1 and 2 both merged in the second clustering to form one large cluster. This makes sense when analyzing two parts of the algorithm. First is the fact that distance to a cluster is based off of the centroid of the cluster. Second is the order that the points are evaluated. When moving through the original data point list, points (1, 4), (0, 9), and (5, 11) aren’t evaluated until after most of the other points. By this time, the centroid of cluster 1 has moved far enough away that points (1, 4) and (0, 9) are no longer close enough to be considered to be a part of cluster 1. So, they are put in their own cluster. When the algorithm iterates through the list of data points backwards, points (1, 4), (0, 9), and (5, 11) are evaluated first. Thus, the centroid for cluster 1 is close enough to all of these points to include them in the same cluster. Furthermore, because these points are evaluated first, the centroid for cluster 1 is allowed to move to a position close enough to include all of the data points

**Python Code for Question 1**

def prob1():

global prob1Data

global clusterCenters

global clusterCenters2

global prob1Data2

listdat = [(6, 12), (19, 7), (15, 4), (11, 0),

(18, 12), (9, 20), (19, 22), (18, 17),

(5, 11), (4, 18), (7, 15), (21, 18), (1, 19),

(1, 4), (0, 9), (5, 11)]

#Initialize the data

prob1Data = pd.DataFrame(listdat, columns=['X','Y'])

prob1Data['Cluster'] = pd.Series(np.zeros(prob1Data.shape[0]))

#Reverse the data order and create a new data set for it.

listdat.reverse()

prob1Data2 = pd.DataFrame(listdat, columns=['X','Y'])

prob1Data2['Cluster'] = pd.Series(np.zeros(prob1Data.shape[0]))

#RUN PART A

clusterCenters = sequantialClusteringAlgorithm(prob1Data)

#Plot the data on a scatter plot.

colorHandles = []

#Make a list to hold the plotted cluster radi.

clusterCircles = []

#Create each cluster scatter plot.

for cluster in range(1, 5):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob1Data[prob1Data.Cluster == cluster].X, prob1Data[prob1Data.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

clusterCircles.append(plt.Circle((clusterCenters[cluster][0], clusterCenters[cluster][1]), 12, color=randColor, fill=False, clip\_on=False))

#plt.scatter(prob1Data[prob1Data.Cluster == 1].X, prob1Data[prob1Data.Cluster == 1].Y, label='Cluster 1', color=)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#RUN PART B

plt.clf()

clusterCenters2 = sequantialClusteringAlgorithm(prob1Data2)

#Plot the data on a scatter plot.

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 5):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob1Data2[prob1Data2.Cluster == cluster].X, prob1Data2[prob1Data2.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#RUN PART C

randindex = randIndex(prob1Data, prob1Data2)

print("Rand Index: " + str(randindex))

'''

Clusters 1, 2, and 3.

Using incremental average newave = oldave + (an−oldave)/n.

'''

def sequantialClusteringAlgorithm(dataSet):

clusterCenters = {}

#Algorithm Parameters.

theta = 12

maxClusters = 4

numClusters = 1

#Set first point to its own cluster.

#For each data point

#1) Calculate distance to closest cluster center

#2) If dist < alg and numClusters < 4

#Create new cluster with data point.

#3) Else, add data point to cluster.

clusterCenters[numClusters] = (dataSet.ix[0].X, dataSet.ix[0].Y, 1)

dataSet['Cluster'].loc[0] = numClusters

for index in range(1, dataSet.shape[0]):

distance = 999999999

clusterToAssign = 0

for cluster in clusterCenters.keys():

tempDist = dist(dataSet.ix[index], clusterCenters[cluster])

if tempDist < distance:

distance = tempDist

clusterToAssign = cluster

if distance <= theta and numClusters <= maxClusters:

dataSet['Cluster'].loc[index] = clusterToAssign

newX = clusterCenters[clusterToAssign][0] + (dataSet.ix[index].X - clusterCenters[clusterToAssign][0])/(clusterCenters[clusterToAssign][2]+1.0)

newY = clusterCenters[clusterToAssign][1] + (dataSet.ix[index].Y - clusterCenters[clusterToAssign][1])/(clusterCenters[clusterToAssign][2]+1.0)

newSize = clusterCenters[clusterToAssign][2] + 1

clusterCenters[clusterToAssign] = (newX, newY, newSize)

dataSet['Cluster'].loc[index] = clusterToAssign

elif distance > theta and numClusters < maxClusters:

numClusters += 1

dataSet['Cluster'].loc[index] = numClusters

clusterCenters[numClusters] = (dataSet.ix[index].X, dataSet.ix[index].Y, 1)

dataSet['Cluster'].loc[index] = numClusters

elif numClusters >= maxClusters:

#print("At Max")

dataSet.ix[index].Cluster = clusterToAssign

newX = clusterCenters[clusterToAssign][0] + (dataSet.ix[index].X - clusterCenters[clusterToAssign][0])/(clusterCenters[clusterToAssign][2]+1.0)

newY = clusterCenters[clusterToAssign][1] + (dataSet.ix[index].Y - clusterCenters[clusterToAssign][1])/(clusterCenters[clusterToAssign][2]+1.0)

newSize = clusterCenters[clusterToAssign][2] + 1

clusterCenters[clusterToAssign] = (newX, newY, newSize)

dataSet['Cluster'].loc[index] = clusterToAssign

return clusterCenters

def dist(point1, point2):

sumsq = 0

for index in range(0, len(point1) - 1):

sumsq += math.pow(point1[index] - point2[index], 2)

return math.pow(sumsq,.5)

def randIndex(clustering1, clustering2):

f00 = 0

f01 = 0

f10 = 0

f11 = 0

for firstIndex in range(0, clustering1.shape[0] - 1):

for secondIndex in range(firstIndex + 1, clustering1.shape[0]):

if clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f00 += 1

elif clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f01 += 1

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f10 += 1

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f11 += 1

return (f00 + f11) / float(f00 + f01 + f10 + f11)

# Question 2 Answers

A.) Single Link Hierarchical Clustering
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Distance at 5.4 to split data into 3 clusters.

B.) Complete Link Hierarchical Clustering

Distance at 20 to split data into 3 clusters.
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C.) Sum Squared Errors

**Comparison and Comment on Clustering SSEs:** The first clustering has a much higher SSE than the second clustering. Looking at the graphs of points, this makes sense because the first clustering has more spread out points in cluster 2 than the second clustering. Since cluster 2 in the first clustering incorporates more points further away from its mean, and since the measurement is a squared value, the first clustering has a higher sum squared error. This also makes sense from the conceptual standpoint. Reduced SSE means that the clusters are more globular. As we can see in the second clustering graph, its clusters are much more globular than the first clustering’s. Thus, we would expect to see a smaller SSE for the second clustering.

Sum squared error for single link: 551.777777778

Cluster **contributing most** to SSE: 1

Cluster SSE: 293.111111111

Sum squared error for complete link: 427.277777778

Cluster **contributing most** to SSE: 3

Cluster SSE: 293.111111111

**Note:** Look at each graph individually above to identify which cluster is labeled 1, and which is labeled 3. Each clustering has labeled the clusters with differing numeric labels.

D.) Find the correlation values between the proximity and incidence matrices for both clusterings.

**Correlation:**

Correlation coeff of single linkage clustering: -0.723477128698

Correlation coeff of complete linkage clustering: -0.741615297576

**Correlation Comments:**

The correlation of complete linkage is -0.7416, and its magnitude is larger than the single link clustering. That means that the clusters in complete linkage are more compact. This makes sense when looking at the graphing of both clustering methods since the clustering of the second method is more well defined.

**Python Code for Question 2**

def prob2():

global prob2Data

global linkageMatrix

global dend

listdat = [(6, 12), (19, 7), (15, 4), (11, 0),

(18, 12), (9, 20), (19, 22), (18, 17),

(5, 11), (4, 18), (7, 15), (21, 18), (1, 19),

(1, 4), (0, 9), (5, 11)]

#Initialize the data

prob2Data = pd.DataFrame(listdat, columns=['X','Y'])

#Perform Clustering.

linkageMatrix = heirarchical.linkage(prob2Data.values, method='single', metric='euclidean')

#Draw Dendrogram.

dend = heirarchical.dendrogram(linkageMatrix)

plt.show()

#Clustering with the distance set to 5.4 so that there are 3 clusters.

prob2Data['Cluster'] = fcluster(linkageMatrix, 5.4, criterion='distance')

#Plot the data on a scatter plot.

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 4):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob2Data[prob2Data.Cluster == cluster].X, prob2Data[prob2Data.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART B

#Initialize the data

prob2Data2 = pd.DataFrame(listdat, columns=['X','Y'])

#Perform Clustering.

linkageMatrix = heirarchical.linkage(prob2Data2.values, method='complete', metric='euclidean')

#Draw Dendrogram.

dend = heirarchical.dendrogram(linkageMatrix)

plt.show()

#Clustering with the distance set to 20 so that there are 3 clusters.

prob2Data2['Cluster'] = fcluster(linkageMatrix, 20, criterion='distance')

#Plot the data on a scatter plot.

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 4):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob2Data2[prob2Data2.Cluster == cluster].X, prob2Data2[prob2Data2.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART C. Calculate the SSE or both clusterings.

singleLinkSSE, maxClusterContribSingle = sumSquaredError(prob2Data)

completeLinkSSE, maxClusterContribComplete = sumSquaredError(prob2Data2)

print "Sum squared error for single link: " + str(singleLinkSSE)

print "Cluster contributing most to SSE: " + str(maxClusterContribSingle[0])

print "Cluster SSE: " + str(maxClusterContribSingle[1])

print

print "Sum squared error for complete link: " + str(completeLinkSSE)

print "Cluster contributing most to SSE: " + str(maxClusterContribComplete[0])

print "Cluster SSE: " + str(maxClusterContribComplete[1])

#PART D. Build proximity and incidence matricies, and calculate the correlation for each clustering.

print

corr, pm, im = correlationClusterAnalysis(prob2Data)

print("Correlation coeff of single linkage clustering: " + str(corr[0][1]))

corr, pm, im = correlationClusterAnalysis(prob2Data2)

print("Correlation coeff of complete linkage clustering: " + str(corr[0][1]))

def sumSquaredError(dataSet):

totalSum = 0

#Store cluster with maximum contribution to sse as (cluster, SSE contrib)

maxClusterContribution = (0, 0)

#For each cluster

# For each point in each cluster

# Find squared distance between mean and point, and add to cluster sum.

#Sum all cluster values.

for cluster in range(1, 4):

#Get view of all data in the same cluster.

currentClusterData = dataSet[dataSet.Cluster == cluster]

meanX = currentClusterData.X.values.mean()

meanY = currentClusterData.Y.values.mean()

clusterSum = 0

for index, row in currentClusterData.iterrows():

clusterSum += math.pow(meanX-row.X, 2) + math.pow(meanY-row.Y, 2)

if clusterSum > maxClusterContribution[1]:

maxClusterContribution = (cluster, clusterSum)

totalSum += clusterSum

return totalSum, maxClusterContribution

def correlationClusterAnalysis(dataSet):

#Make an mxm matrix where m is the number of data points.

proximityMatrix = np.zeros((dataSet.shape[0], dataSet.shape[0]))

incidenceMatrix = np.zeros((dataSet.shape[0], dataSet.shape[0]))

for i in range(0, dataSet.shape[0]):

for j in range(i, dataSet.shape[0]):

distance = math.pow(math.pow(dataSet.iloc[i].X - dataSet.iloc[j].X, 2) + math.pow(dataSet.iloc[i].Y - dataSet.iloc[j].Y, 2), .5)

proximityMatrix[i,j] = distance

proximityMatrix[j,i] = distance

if dataSet['Cluster'].iloc[i] == dataSet['Cluster'].iloc[j]:

incidenceMatrix[i,j] = 1

incidenceMatrix[j,i] = 1

correlation = np.corrcoef(proximityMatrix.flatten(), incidenceMatrix.flatten())

return correlation, proximityMatrix, incidenceMatrix

# Question 3 Answers

A.) Mark all points as Core, Border, or Noise, and plot the clusters on the number line using Epsilon = 4, and minpts = 3.

**Point Marking.**

Noise points: Pkind = 0

Core points: Pkind = 1

Fringe points: Pkind = 2

X Pkind Cluster

0 1 1 0

1 3 1 0

2 5 1 0

3 6 1 0

4 8 1 0

5 11 1 0

6 12 1 0

7 13 1 0

8 14 1 0

9 15 1 0

10 16 1 0

11 22 0 0

12 28 2 0

13 32 1 0

14 33 1 0

15 34 1 0

16 35 1 0

17 36 1 0

18 37 1 0

19 42 0 0

20 58 0 0
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Clusters

Noise

B.) Mark all points as Core, Border, or Noise, and plot the clusters on the number line using Epsilon = 6, and minpts = 3.

**Point Marking.**

Noise points: Pkind = 0

Core points: Pkind = 1

Fringe points: Pkind = 2

X Pkind Cluster

0 1 1 0

1 3 1 0

2 5 1 0

3 6 1 0

4 8 1 0

5 11 1 0

6 12 1 0

7 13 1 0

8 14 1 0

9 15 1 0

10 16 1 0

11 22 1 0

12 28 1 0

13 32 1 0

14 33 1 0

15 34 1 0

16 35 1 0

17 36 1 0

18 37 1 0

19 42 1 0

20 58 0 0

![](data:image/png;base64,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)

Cluster

Noise

C.) Compare the two clusterings using Rand Index and show all your work.

**Comparison based on rand index:**

f00 = 0

f01 = 77

f10 = 0

f11 = 76

Rand index = 0.496732026144

**Work shown as list of each point comparison when calculating the rand index:**

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 3, Cluster 1, Name: 1, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 5, Cluster 1, Name: 2, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 6, Cluster 1, Name: 3, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 8, Cluster 1, Name: 4, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 11, Cluster 1, Name: 5, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 12, Cluster 1, Name: 6, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 1, Cluster 1, Name: 0, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 5, Cluster 1, Name: 2, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 6, Cluster 1, Name: 3, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 8, Cluster 1, Name: 4, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 11, Cluster 1, Name: 5, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 12, Cluster 1, Name: 6, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 3, Cluster 1, Name: 1, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 6, Cluster 1, Name: 3, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 8, Cluster 1, Name: 4, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 11, Cluster 1, Name: 5, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 12, Cluster 1, Name: 6, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 5, Cluster 1, Name: 2, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 8, Cluster 1, Name: 4, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 11, Cluster 1, Name: 5, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 12, Cluster 1, Name: 6, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 6, Cluster 1, Name: 3, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 11, Cluster 1, Name: 5, dtype: float64

Assigned to f11

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 12, Cluster 1, Name: 6, dtype: float64

Assigned to f11

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 8, Cluster 1, Name: 4, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 12, Cluster 1, Name: 6, dtype: float64

Assigned to f11

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 11, Cluster 1, Name: 5, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 13, Cluster 1, Name: 7, dtype: float64

Assigned to f11

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 12, Cluster 1, Name: 6, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 14, Cluster 1, Name: 8, dtype: float64

Assigned to f11

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 13, Cluster 1, Name: 7, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 15, Cluster 1, Name: 9, dtype: float64

Assigned to f11

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 14, Cluster 1, Name: 8, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 16, Cluster 1, Name: 10, dtype: float64

Assigned to f11

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 15, Cluster 1, Name: 9, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 28, Cluster 2, Name: 12, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f01

Point A: X 16, Cluster 1, Name: 10, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f01

Point A: X 28, Cluster 2, Name: 12, dtype: float64

Point B: X 32, Cluster 2, Name: 13, dtype: float64

Assigned to f11

Point A: X 28, Cluster 2, Name: 12, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f11

Point A: X 28, Cluster 2, Name: 12, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f11

Point A: X 28, Cluster 2, Name: 12, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f11

Point A: X 28, Cluster 2, Name: 12, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f11

Point A: X 28, Cluster 2, Name: 12, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f11

Point A: X 32, Cluster 2, Name: 13, dtype: float64

Point B: X 33, Cluster 2, Name: 14, dtype: float64

Assigned to f11

Point A: X 32, Cluster 2, Name: 13, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f11

Point A: X 32, Cluster 2, Name: 13, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f11

Point A: X 32, Cluster 2, Name: 13, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f11

Point A: X 32, Cluster 2, Name: 13, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f11

Point A: X 33, Cluster 2, Name: 14, dtype: float64

Point B: X 34, Cluster 2, Name: 15, dtype: float64

Assigned to f11

Point A: X 33, Cluster 2, Name: 14, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f11

Point A: X 33, Cluster 2, Name: 14, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f11

Point A: X 33, Cluster 2, Name: 14, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f11

Point A: X 34, Cluster 2, Name: 15, dtype: float64

Point B: X 35, Cluster 2, Name: 16, dtype: float64

Assigned to f11

Point A: X 34, Cluster 2, Name: 15, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f11

Point A: X 34, Cluster 2, Name: 15, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f11

Point A: X 35, Cluster 2, Name: 16, dtype: float64

Point B: X 36, Cluster 2, Name: 17, dtype: float64

Assigned to f11

Point A: X 35, Cluster 2, Name: 16, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f11

Point A: X 36, Cluster 2, Name: 17, dtype: float64

Point B: X 37, Cluster 2, Name: 18, dtype: float64

Assigned to f11

**Python Code for this section:**

def prob3():

global dataSet

global dataSet2

radius = 4

minpts = 3

pointsDict = {}

numClusters = 0

datalist = [1, 3, 5, 6, 8, 11, 12, 13, 14, 15, 16, 22, 28, 32, 33, 34, 35, 36, 37, 42, 58]

dataSet = pd.DataFrame(datalist, columns=['X'])

#Core points are 1, fringe points are 2, noise points are 0

dataSet['Pkind'] = np.zeros(len(datalist))

dataSet['Cluster'] = np.zeros(len(datalist))

#Find all core points.

for pointIndex in range(0, dataSet.shape[0]):

#Initialize num points to 0.

pointsDict[pointIndex] = 0

dist = 0

for comparisonIndex in range(0, dataSet.shape[0]):

dist = math.sqrt(math.pow(dataSet.iloc[pointIndex].X - dataSet.iloc[comparisonIndex].X, 2))

if dist <= radius:

pointsDict[pointIndex] = pointsDict[pointIndex] + 1

if pointsDict[pointIndex] >= minpts:

#Core point identified. Mark it and move to next point.

dataSet['Pkind'].iloc[pointIndex] = 1

continue

#Find all fringe points.

for fringePointIndex in dataSet[dataSet.Pkind == 0].index.tolist():

for comparisonIndex in dataSet[dataSet.Pkind == 1].index.tolist():

dist = math.sqrt(math.pow(dataSet.iloc[fringePointIndex].X - dataSet.iloc[comparisonIndex].X, 2))

if dist <= radius:

dataSet['Pkind'].iloc[fringePointIndex] = 2

continue

print("Noise points: Pkind = 0")

print("Core points: Pkind = 1")

print("Fringe points: Pkind = 2")

print dataSet

print

#Eliminate all points not core or fringe.

noise = dataSet.copy()[dataSet.Pkind == 0]

dataSet = dataSet[dataSet.Pkind != 0]

#For each core point

for corePointIndex in range(0, dataSet.shape[0]):

#If non-core point, continue.

if dataSet['Pkind'].iloc[corePointIndex] != 1:

continue

#If core point and no cluster, assign new cluster.

if dataSet['Cluster'].iloc[corePointIndex] == 0:

numClusters += 1

dataSet['Cluster'].iloc[corePointIndex] = numClusters

#Assign all points in vicinity of core to same cluster as core.

for comparisonIndex in range(0, dataSet.shape[0]):

dist = math.sqrt(math.pow(dataSet.iloc[corePointIndex].X - dataSet.iloc[comparisonIndex].X, 2))

if dist <= radius and dataSet['Cluster'].iloc[comparisonIndex] == 0:

dataSet['Cluster'].iloc[comparisonIndex] = dataSet['Cluster'].iloc[corePointIndex]

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in set(dataSet.Cluster.tolist()):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(dataSet[dataSet.Cluster == cluster].X, np.zeros(dataSet[dataSet.Cluster == cluster].shape[0]), label="Cluster " + str(cluster), color=randColor)

#Plot noise

colorHandles.append(matplotlib.patches.Patch(color='r', label='noise' + str(cluster)))

plt.scatter(noise.X, np.zeros(noise.shape[0]), color='r')

#Plot final graph of data.

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART B

radius = 6

minpts = 3

pointsDict = {}

numClusters = 0

dataSet2 = pd.DataFrame(datalist, columns=['X'])

#Core points are 1, fringe points are 2, noise points are 0

dataSet2['Pkind'] = np.zeros(len(datalist))

dataSet2['Cluster'] = np.zeros(len(datalist))

#Find all core points.

for pointIndex in range(0, dataSet2.shape[0]):

#Initialize num points to 0.

pointsDict[pointIndex] = 0

dist = 0

for comparisonIndex in range(0, dataSet2.shape[0]):

dist = math.sqrt(math.pow(dataSet2.iloc[pointIndex].X - dataSet2.iloc[comparisonIndex].X, 2))

if dist <= radius:

pointsDict[pointIndex] = pointsDict[pointIndex] + 1

if pointsDict[pointIndex] >= minpts:

#Core point identified. Mark it and move to next point.

dataSet2['Pkind'].iloc[pointIndex] = 1

continue

#Find all fringe points.

for fringePointIndex in dataSet2[dataSet2.Pkind == 0].index.tolist():

for comparisonIndex in dataSet2[dataSet2.Pkind == 1].index.tolist():

dist = math.sqrt(math.pow(dataSet2.iloc[fringePointIndex].X - dataSet2.iloc[comparisonIndex].X, 2))

if dist <= radius:

dataSet2['Pkind'].iloc[fringePointIndex] = 2

continue

print("Noise points: Pkind = 0")

print("Core points: Pkind = 1")

print("Fringe points: Pkind = 2")

print dataSet2

print

#Eliminate all points not core or fringe.

noise = dataSet2.copy()[dataSet2.Pkind == 0]

dataSet2 = dataSet2[dataSet2.Pkind != 0]

#For each core point

for corePointIndex in range(0, dataSet2.shape[0]):

#If non-core point, continue.

if dataSet2['Pkind'].iloc[corePointIndex] != 1:

continue

#If core point and no cluster, assign new cluster.

if dataSet2['Cluster'].iloc[corePointIndex] == 0:

numClusters += 1

dataSet2['Cluster'].iloc[corePointIndex] = numClusters

#Assign all points in vicinity of core to same cluster as core.

for comparisonIndex in range(0, dataSet2.shape[0]):

dist = math.sqrt(math.pow(dataSet2.iloc[corePointIndex].X - dataSet2.iloc[comparisonIndex].X, 2))

if dist <= radius and dataSet2['Cluster'].iloc[comparisonIndex] == 0:

dataSet2['Cluster'].iloc[comparisonIndex] = dataSet2['Cluster'].iloc[corePointIndex]

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in set(dataSet2.Cluster.tolist()):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(dataSet2[dataSet2.Cluster == cluster].X, np.zeros(dataSet2[dataSet2.Cluster == cluster].shape[0]), label="Cluster " + str(cluster), color=randColor)

#Plot noise

colorHandles.append(matplotlib.patches.Patch(color='r', label='noise' + str(cluster)))

plt.scatter(noise.X, np.zeros(noise.shape[0]), color='r')

#Plot final graph of data.

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#Part C

columnList = dataSet.columns.tolist()

columnList.remove('Pkind')

rindex = randIndex(dataSet[columnList], dataSet2[columnList])

print "Rand index = " + str(rindex)

def randIndex(clustering1, clustering2):

f00 = 0

f01 = 0

f10 = 0

f11 = 0

f = open(os.getcwd() + "\\randIndexFile.txt", 'w+')

for firstIndex in range(0, clustering1.shape[0] - 1):

for secondIndex in range(firstIndex + 1, clustering1.shape[0]):

if clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f00 += 1

f.write("\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f00\n")

elif clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f01 += 1

f.write( "\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f01\n")

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f10 += 1

f.write( "\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f10\n")

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f11 += 1

f.write( "\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f11\n")

f.close()

print "f00 = " + str(f00)

print "f01 = " + str(f01)

print "f10 = " + str(f10)

print "f11 = " + str(f11)

return (f00 + f11) / float(f00 + f01 + f10 + f11)

Full Python Code

# -\*- coding: utf-8 -\*-

"""

Created on Sun Nov 15 11:52:02 2015

@author: DAN

"""

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import matplotlib

import math

import random

import scipy.cluster.hierarchy as heirarchical

from scipy.cluster.hierarchy import fcluster

import os

prob1Data = None

prob1Data2 = None

clusterCenters = None

clusterCenters2 = None

linkageMatrix = None

dend = None

dataSet = None

dataSet2 = None

def prob1():

global prob1Data

global clusterCenters

global clusterCenters2

global prob1Data2

listdat = [(6, 12), (19, 7), (15, 4), (11, 0),

(18, 12), (9, 20), (19, 22), (18, 17),

(5, 11), (4, 18), (7, 15), (21, 18), (1, 19),

(1, 4), (0, 9), (5, 11)]

#Initialize the data

prob1Data = pd.DataFrame(listdat, columns=['X','Y'])

prob1Data['Cluster'] = pd.Series(np.zeros(prob1Data.shape[0]))

#Reverse the data order and create a new data set for it.

listdat.reverse()

prob1Data2 = pd.DataFrame(listdat, columns=['X','Y'])

prob1Data2['Cluster'] = pd.Series(np.zeros(prob1Data.shape[0]))

#RUN PART A

clusterCenters = sequantialClusteringAlgorithm(prob1Data)

#Plot the data on a scatter plot.

colorHandles = []

#Make a list to hold the plotted cluster radi.

clusterCircles = []

#Create each cluster scatter plot.

for cluster in range(1, 5):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob1Data[prob1Data.Cluster == cluster].X, prob1Data[prob1Data.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

clusterCircles.append(plt.Circle((clusterCenters[cluster][0], clusterCenters[cluster][1]), 12, color=randColor, fill=False, clip\_on=False))

#plt.scatter(prob1Data[prob1Data.Cluster == 1].X, prob1Data[prob1Data.Cluster == 1].Y, label='Cluster 1', color=)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#RUN PART B

plt.clf()

clusterCenters2 = sequantialClusteringAlgorithm(prob1Data2)

#Plot the data on a scatter plot.

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 5):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob1Data2[prob1Data2.Cluster == cluster].X, prob1Data2[prob1Data2.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#RUN PART C

randindex = randIndex(prob1Data, prob1Data2)

print("Rand Index: " + str(randindex))

'''

Clusters 1, 2, and 3.

Using incremental average newave = oldave + (an−oldave)/n.

'''

def sequantialClusteringAlgorithm(dataSet):

clusterCenters = {}

#Algorithm Parameters.

theta = 12

maxClusters = 4

numClusters = 1

#Set first point to its own cluster.

#For each data point

#1) Calculate distance to closest cluster center

#2) If dist < alg and numClusters < 4

#Create new cluster with data point.

#3) Else, add data point to cluster.

clusterCenters[numClusters] = (dataSet.ix[0].X, dataSet.ix[0].Y, 1)

dataSet['Cluster'].loc[0] = numClusters

for index in range(1, dataSet.shape[0]):

distance = 999999999

clusterToAssign = 0

for cluster in clusterCenters.keys():

tempDist = dist(dataSet.ix[index], clusterCenters[cluster])

if tempDist < distance:

distance = tempDist

clusterToAssign = cluster

if distance <= theta and numClusters <= maxClusters:

dataSet['Cluster'].loc[index] = clusterToAssign

newX = clusterCenters[clusterToAssign][0] + (dataSet.ix[index].X - clusterCenters[clusterToAssign][0])/(clusterCenters[clusterToAssign][2]+1.0)

newY = clusterCenters[clusterToAssign][1] + (dataSet.ix[index].Y - clusterCenters[clusterToAssign][1])/(clusterCenters[clusterToAssign][2]+1.0)

newSize = clusterCenters[clusterToAssign][2] + 1

clusterCenters[clusterToAssign] = (newX, newY, newSize)

dataSet['Cluster'].loc[index] = clusterToAssign

elif distance > theta and numClusters < maxClusters:

numClusters += 1

dataSet['Cluster'].loc[index] = numClusters

clusterCenters[numClusters] = (dataSet.ix[index].X, dataSet.ix[index].Y, 1)

dataSet['Cluster'].loc[index] = numClusters

elif numClusters >= maxClusters:

#print("At Max")

dataSet.ix[index].Cluster = clusterToAssign

newX = clusterCenters[clusterToAssign][0] + (dataSet.ix[index].X - clusterCenters[clusterToAssign][0])/(clusterCenters[clusterToAssign][2]+1.0)

newY = clusterCenters[clusterToAssign][1] + (dataSet.ix[index].Y - clusterCenters[clusterToAssign][1])/(clusterCenters[clusterToAssign][2]+1.0)

newSize = clusterCenters[clusterToAssign][2] + 1

clusterCenters[clusterToAssign] = (newX, newY, newSize)

dataSet['Cluster'].loc[index] = clusterToAssign

return clusterCenters

def dist(point1, point2):

sumsq = 0

for index in range(0, len(point1) - 1):

sumsq += math.pow(point1[index] - point2[index], 2)

return math.pow(sumsq,.5)

def randIndex(clustering1, clustering2):

f00 = 0

f01 = 0

f10 = 0

f11 = 0

f = open(os.getcwd() + "\\randIndexFile.txt", 'w+')

for firstIndex in range(0, clustering1.shape[0] - 1):

for secondIndex in range(firstIndex + 1, clustering1.shape[0]):

if clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f00 += 1

f.write("\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f00\n")

elif clustering1.iloc[firstIndex].Cluster != clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f01 += 1

f.write( "\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f01\n")

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster != clustering2.iloc[secondIndex].Cluster:

f10 += 1

f.write( "\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f10\n")

elif clustering1.iloc[firstIndex].Cluster == clustering1.iloc[secondIndex].Cluster and clustering2.iloc[firstIndex].Cluster == clustering2.iloc[secondIndex].Cluster:

f11 += 1

f.write( "\nPoint A: " + (str(clustering1.iloc[firstIndex]).replace('\n', ', ')))

f.write( "\nPoint B: " + (str(clustering1.iloc[secondIndex]).replace('\n', ', ')))

f.write( "\nAssigned to f11\n")

f.close()

print "f00 = " + str(f00)

print "f01 = " + str(f01)

print "f10 = " + str(f10)

print "f11 = " + str(f11)

return (f00 + f11) / float(f00 + f01 + f10 + f11)

def prob2():

global prob2Data

global linkageMatrix

global dend

listdat = [(6, 12), (19, 7), (15, 4), (11, 0),

(18, 12), (9, 20), (19, 22), (18, 17),

(5, 11), (4, 18), (7, 15), (21, 18), (1, 19),

(1, 4), (0, 9), (5, 11)]

#Initialize the data

prob2Data = pd.DataFrame(listdat, columns=['X','Y'])

#Perform Clustering.

linkageMatrix = heirarchical.linkage(prob2Data.values, method='single', metric='euclidean')

#Draw Dendrogram.

dend = heirarchical.dendrogram(linkageMatrix)

plt.show()

#Clustering with the distance set to 5.4 so that there are 3 clusters.

prob2Data['Cluster'] = fcluster(linkageMatrix, 5.4, criterion='distance')

#Plot the data on a scatter plot.

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 4):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob2Data[prob2Data.Cluster == cluster].X, prob2Data[prob2Data.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART B

#Initialize the data

prob2Data2 = pd.DataFrame(listdat, columns=['X','Y'])

#Perform Clustering.

linkageMatrix = heirarchical.linkage(prob2Data2.values, method='complete', metric='euclidean')

#Draw Dendrogram.

dend = heirarchical.dendrogram(linkageMatrix)

plt.show()

#Clustering with the distance set to 20 so that there are 3 clusters.

prob2Data2['Cluster'] = fcluster(linkageMatrix, 20, criterion='distance')

#Plot the data on a scatter plot.

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in range(1, 4):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(prob2Data2[prob2Data2.Cluster == cluster].X, prob2Data2[prob2Data2.Cluster == cluster].Y, label="Cluster " + str(cluster), color=randColor)

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART C. Calculate the SSE or both clusterings.

singleLinkSSE, maxClusterContribSingle = sumSquaredError(prob2Data)

completeLinkSSE, maxClusterContribComplete = sumSquaredError(prob2Data2)

print "Sum squared error for single link: " + str(singleLinkSSE)

print "Cluster contributing most to SSE: " + str(maxClusterContribSingle[0])

print "Cluster SSE: " + str(maxClusterContribSingle[1])

print

print "Sum squared error for complete link: " + str(completeLinkSSE)

print "Cluster contributing most to SSE: " + str(maxClusterContribComplete[0])

print "Cluster SSE: " + str(maxClusterContribComplete[1])

#PART D. Build proximity and incidence matricies, and calculate the correlation for each clustering.

print

corr, pm, im = correlationClusterAnalysis(prob2Data)

print("Correlation coeff of single linkage clustering: " + str(corr[0][1]))

corr, pm, im = correlationClusterAnalysis(prob2Data2)

print("Correlation coeff of complete linkage clustering: " + str(corr[0][1]))

def sumSquaredError(dataSet):

totalSum = 0

#Store cluster with maximum contribution to sse as (cluster, SSE contrib)

maxClusterContribution = (0, 0)

#For each cluster

# For each point in each cluster

# Find squared distance between mean and point, and add to cluster sum.

#Sum all cluster values.

for cluster in range(1, 4):

#Get view of all data in the same cluster.

currentClusterData = dataSet[dataSet.Cluster == cluster]

meanX = currentClusterData.X.values.mean()

meanY = currentClusterData.Y.values.mean()

clusterSum = 0

for index, row in currentClusterData.iterrows():

clusterSum += math.pow(meanX-row.X, 2) + math.pow(meanY-row.Y, 2)

if clusterSum > maxClusterContribution[1]:

maxClusterContribution = (cluster, clusterSum)

totalSum += clusterSum

return totalSum, maxClusterContribution

def correlationClusterAnalysis(dataSet):

#Make an mxm matrix where m is the number of data points.

proximityMatrix = np.zeros((dataSet.shape[0], dataSet.shape[0]))

incidenceMatrix = np.zeros((dataSet.shape[0], dataSet.shape[0]))

for i in range(0, dataSet.shape[0]):

for j in range(i, dataSet.shape[0]):

distance = math.pow(math.pow(dataSet.iloc[i].X - dataSet.iloc[j].X, 2) + math.pow(dataSet.iloc[i].Y - dataSet.iloc[j].Y, 2), .5)

proximityMatrix[i,j] = distance

proximityMatrix[j,i] = distance

if dataSet['Cluster'].iloc[i] == dataSet['Cluster'].iloc[j]:

incidenceMatrix[i,j] = 1

incidenceMatrix[j,i] = 1

correlation = np.corrcoef(proximityMatrix.flatten(), incidenceMatrix.flatten())

return correlation, proximityMatrix, incidenceMatrix

def prob3():

global dataSet

global dataSet2

radius = 4

minpts = 3

pointsDict = {}

numClusters = 0

datalist = [1, 3, 5, 6, 8, 11, 12, 13, 14, 15, 16, 22, 28, 32, 33, 34, 35, 36, 37, 42, 58]

dataSet = pd.DataFrame(datalist, columns=['X'])

#Core points are 1, fringe points are 2, noise points are 0

dataSet['Pkind'] = np.zeros(len(datalist))

dataSet['Cluster'] = np.zeros(len(datalist))

#Find all core points.

for pointIndex in range(0, dataSet.shape[0]):

#Initialize num points to 0.

pointsDict[pointIndex] = 0

dist = 0

for comparisonIndex in range(0, dataSet.shape[0]):

dist = math.sqrt(math.pow(dataSet.iloc[pointIndex].X - dataSet.iloc[comparisonIndex].X, 2))

if dist <= radius:

pointsDict[pointIndex] = pointsDict[pointIndex] + 1

if pointsDict[pointIndex] >= minpts:

#Core point identified. Mark it and move to next point.

dataSet['Pkind'].iloc[pointIndex] = 1

continue

#Find all fringe points.

for fringePointIndex in dataSet[dataSet.Pkind == 0].index.tolist():

for comparisonIndex in dataSet[dataSet.Pkind == 1].index.tolist():

dist = math.sqrt(math.pow(dataSet.iloc[fringePointIndex].X - dataSet.iloc[comparisonIndex].X, 2))

if dist <= radius:

dataSet['Pkind'].iloc[fringePointIndex] = 2

continue

print("Noise points: Pkind = 0")

print("Core points: Pkind = 1")

print("Fringe points: Pkind = 2")

print dataSet

print

#Eliminate all points not core or fringe.

noise = dataSet.copy()[dataSet.Pkind == 0]

dataSet = dataSet[dataSet.Pkind != 0]

#For each core point

for corePointIndex in range(0, dataSet.shape[0]):

#If non-core point, continue.

if dataSet['Pkind'].iloc[corePointIndex] != 1:

continue

#If core point and no cluster, assign new cluster.

if dataSet['Cluster'].iloc[corePointIndex] == 0:

numClusters += 1

dataSet['Cluster'].iloc[corePointIndex] = numClusters

#Assign all points in vicinity of core to same cluster as core.

for comparisonIndex in range(0, dataSet.shape[0]):

dist = math.sqrt(math.pow(dataSet.iloc[corePointIndex].X - dataSet.iloc[comparisonIndex].X, 2))

if dist <= radius and dataSet['Cluster'].iloc[comparisonIndex] == 0:

dataSet['Cluster'].iloc[comparisonIndex] = dataSet['Cluster'].iloc[corePointIndex]

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in set(dataSet.Cluster.tolist()):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(dataSet[dataSet.Cluster == cluster].X, np.zeros(dataSet[dataSet.Cluster == cluster].shape[0]), label="Cluster " + str(cluster), color=randColor)

#Plot noise

colorHandles.append(matplotlib.patches.Patch(color='r', label='noise' + str(cluster)))

plt.scatter(noise.X, np.zeros(noise.shape[0]), color='r')

#Plot final graph of data.

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#PART B

radius = 6

minpts = 3

pointsDict = {}

numClusters = 0

dataSet2 = pd.DataFrame(datalist, columns=['X'])

#Core points are 1, fringe points are 2, noise points are 0

dataSet2['Pkind'] = np.zeros(len(datalist))

dataSet2['Cluster'] = np.zeros(len(datalist))

#Find all core points.

for pointIndex in range(0, dataSet2.shape[0]):

#Initialize num points to 0.

pointsDict[pointIndex] = 0

dist = 0

for comparisonIndex in range(0, dataSet2.shape[0]):

dist = math.sqrt(math.pow(dataSet2.iloc[pointIndex].X - dataSet2.iloc[comparisonIndex].X, 2))

if dist <= radius:

pointsDict[pointIndex] = pointsDict[pointIndex] + 1

if pointsDict[pointIndex] >= minpts:

#Core point identified. Mark it and move to next point.

dataSet2['Pkind'].iloc[pointIndex] = 1

continue

#Find all fringe points.

for fringePointIndex in dataSet2[dataSet2.Pkind == 0].index.tolist():

for comparisonIndex in dataSet2[dataSet2.Pkind == 1].index.tolist():

dist = math.sqrt(math.pow(dataSet2.iloc[fringePointIndex].X - dataSet2.iloc[comparisonIndex].X, 2))

if dist <= radius:

dataSet2['Pkind'].iloc[fringePointIndex] = 2

continue

print("Noise points: Pkind = 0")

print("Core points: Pkind = 1")

print("Fringe points: Pkind = 2")

print dataSet2

print

#Eliminate all points not core or fringe.

noise = dataSet2.copy()[dataSet2.Pkind == 0]

dataSet2 = dataSet2[dataSet2.Pkind != 0]

#For each core point

for corePointIndex in range(0, dataSet2.shape[0]):

#If non-core point, continue.

if dataSet2['Pkind'].iloc[corePointIndex] != 1:

continue

#If core point and no cluster, assign new cluster.

if dataSet2['Cluster'].iloc[corePointIndex] == 0:

numClusters += 1

dataSet2['Cluster'].iloc[corePointIndex] = numClusters

#Assign all points in vicinity of core to same cluster as core.

for comparisonIndex in range(0, dataSet2.shape[0]):

dist = math.sqrt(math.pow(dataSet2.iloc[corePointIndex].X - dataSet2.iloc[comparisonIndex].X, 2))

if dist <= radius and dataSet2['Cluster'].iloc[comparisonIndex] == 0:

dataSet2['Cluster'].iloc[comparisonIndex] = dataSet2['Cluster'].iloc[corePointIndex]

plt.clf()

colorHandles = []

#Create each cluster scatter plot.

for cluster in set(dataSet2.Cluster.tolist()):

randColor = [random.random(), random.random(), random.random()]

colorHandles.append(matplotlib.patches.Patch(color=randColor, label='K=' + str(cluster)))

plt.scatter(dataSet2[dataSet2.Cluster == cluster].X, np.zeros(dataSet2[dataSet2.Cluster == cluster].shape[0]), label="Cluster " + str(cluster), color=randColor)

#Plot noise

colorHandles.append(matplotlib.patches.Patch(color='r', label='noise' + str(cluster)))

plt.scatter(noise.X, np.zeros(noise.shape[0]), color='r')

#Plot final graph of data.

plt.legend(handles=colorHandles, bbox\_to\_anchor=(1.05, 1), loc=2, borderaxespad=0.)

plt.show()

#Part C

columnList = dataSet.columns.tolist()

columnList.remove('Pkind')

rindex = randIndex(dataSet[columnList], dataSet2[columnList])

print "Rand index = " + str(rindex)

def main():

print("In Main.")

prob1()

prob2()

prob3()

if \_\_name\_\_ == "\_\_main\_\_":

main()